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ABSTRACT 

Debugging is a key activity in the software development process. It has been used extensively by developers to 

attempt to localize faults, while enhancing the quality and performance of software. There has been a 

significant amount of study in developing and enhancing fault localization techniques, which are used in 

assisting developers to locate faults within a body of code. An experiment has been carried out to evaluate the 

accuracy and execution time of the Spectrum-Based Fault Localization (SBFL) technique. SBFL is generally 

argued to be the most effective (accurate, fastest); amongst the family of SBFL techniques, where Ochiai, one 

of SBFL formulas to calculate suspiciousness, has been shown to provide the best performance against all 

metrics. This paper presents an empirical evaluation of SBFL techniques in the context of software fault 

localization. Using the Defects4J dataset with 395 faults and bug reports, the study investigates the accuracy 

and performance of this technique, to provide insights into their effectiveness in real-world debugging 

scenarios. The result from the experiment shows that the SBFL accuracy for the Top 1 is 47.6%, the Top 5 is 

59.56% and the Top 10 is 64.56% with 1.74s Runtime per bug(s), where time spent on each bug in localizing 

fault. 
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INTRODUCTION 

Software development often involves debugging, a process where developers identify and fix faults causing 

program failures. Fault localization is a subset of debugging, a critical step in the debugging process focusing 

on pinpointing the exact location of faults. Spectrum-Based Fault Localization (SBFL) has emerged as a robust 

method, leveraging execution spectra to isolate faulty code [1]. SBFL have gained prominence due to their 

effectiveness in identifying faulty code segments by analyzing program spectra [2]. This paper empirically 

evaluates the accuracy and performance of SBFL techniques using a real-world software fault from the 

Defects4J dataset.  

SBFL techniques rely on program spectra, which are collected during the execution of test cases [3]. These 

spectra capture the behavior of code segments, allowing the identification of suspicious codes based on their 

execution frequency in passing and failing tests [4]. SBFL was introduced by [3] using a Tarantula formula to 

rank the “suspiciousness" of the code segment, whereas later on [5] improvised the formula by proposing 

Ochiai.  

Many research has been made after that to improve the SBFL technique since it has shown an improvement in 

software debugging where Jaccard [6] and AMPLE[7] are introduced. The improvements are made to increase 

the accuracy in detecting a fault location in the code while debugging. A survey and literature review on fault 

localization research that has been made through the years to provide a complete summary and overview of 

understanding software fault localization [1] [8]. From the findings of the literature review, it can be concluded 

that the SBFL technique is the most accurate technique in locating faults [2], and due to SBFL’s ease of use 

and effectiveness, it is one of the most effective techniques [9] in fault localization.  
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This paper consists of four sections, the first section is the Introduction to this paper and a brief explanation of 

the research background. Second section explains the Experiment Design, the third section is the Result and 

Discussion section, and the fourth section is the Conclusion section. 

EXPERIMENT DESIGN 

This section is a brief explanation of the experimental methodology used in this paper. This section consists of 

two subsections, Experiment Plan and Experiment Operation. The Experiment Plan explains the framework 

that is used for this experiment while Experiment Operation explains how the experiment was executed. 

Experiment Plan 

The Goal-Question-Metric (GQM) framework [10] is used in this experiment where it is a de facto standard for 

experimental Software Engineering research. This framework has also been used in many other experimental 

research papers and has been referenced frequently in the area. 

The goal for this experiment is to evaluate the accuracy of SBFL techniques in fault localizat ion and time taken 

for each fault to be identified. The question that this experiment tries to answer is “What is the accuracy for 

SBFL in fault localization?” and “How long is the runtime taken for SBFL technique?”. The Metric that is 

used to measure the accuracy of SBFL is the “suspiciousness” calculation generated from the formula. The 

idea of suspiciousness value is from the statistical formula where value 1 represents the possibility of faults or 

bugs existing in that specific line of code while 0 value represents that there is no possibility of bugs at all in 

that line of code. The closer the calculated “suspiciousness” value to 1, the higher possibility it is the location 

of the bugs, and vice versa. The time is  recorded during the experiment to measure the runtime taken for the 

SBFL technique. 

The experiment is a technology-oriented experiment based on simulation; there are no human subjects 

involved in the experiment. Several tests were carried out before the real experiment took place to ensure that 

the results are consistent. The goal of this experiment is to measure the accuracy of SBFL techniques in fault 

localization as well as time taken in localizing the faults. 

The metrics used to measure SBFL are firstly the accuracy, by ranking the “suspiciousness” values, and 

secondly the runtime in seconds taken for SBFL technique to identify faults. The experiment will be using a 

Defects4J programs (version 1.5.0) to reflect a real-world environment setting where it contains six (6) Java 

programs.   

Table 1 shows in detail the Defects4J datasets where it consists of the name of each program in it, its purpose, 

number of faults and the line of code (LOC) that each program contains which also determine the size of each 

program. The size of the program is determined by the Line of codes (Loc), and as shown in the Table 1, 

Defects4J contains 395 faults with 332,000 Loc. 

Table 1:  Defects4j Datasets (Version 1.5.0). 

Program Description Number of Faults Line of Codes (Loc) 

Time A standard date and time library for Java 27 28,000 

Mockito A mocking framework to write tests in Java 38 11,000 

Math A lightweight mathematics and statistics library 

for Java 

106 85,000 

Lang A complement library for java.lang 65 22,000 

Chart An open source framework for Java to create chart 26 96,000 

Closure A tool to optimize JavaScript source code 133 90,000 

Total  395 332,000 
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Experiment Operation 

SBFL is generally argued to be the most effective (accurate, fastest); amongst the family of SBFL techniques, 

Ochiai, one of SBFL formulas to calculate suspiciousness, has been shown to provide the best performance 

against all metrics [2], [11]. Hence, the experiment will be using Ochiai formula and written in Python 

language. 

The Ochiai formula used in this experiment will be used to calculate the suspiciousness values for each line of 

code no matter whether the test has passed the execution or failed. Later, the suspiciousness values will be 

ranked from the highest values to the lowest values to narrow down the search for the faulty component that 

made the execution fail.  

The more frequently an element is executed in failed tests, and the less frequently it is executed in passed tests, 

the more suspicious the element is [2]. In short, the line of code or statement that has the highest 

suspiciousness values have the highest probability of containing the fault’s location [9]. The formula used for 

calculation of suspiciousness values proposed by [5], which is at the heart of Ochiai, is shown below in Figure 

1.  

Ochiai calculates passed, failed and total failed test cases in the execution, in order to calculate suspiciousness 

values to enable a list of ranking. Ochiai assigns a suspiciousness value to each statement in the program based 

on the number of passed and failed test cases in a test suite that executed that statement [5]. The intuition for 

this approach to fault localization is that statements in a program that are primarily executed by failed test 

cases are more likely to be faulty than those that are primarily executed by passed test cases [4]. 

 

 

 

 

Fig. 1 Ochiai suspiciousness formula 

In the formula, the following notation is used. A program E is a set of elements. Given a program element e ∈  

E, we define the following notations: 

• failed(e) denotes the number of failed test cases that cover program element e. 

• passed(e) denotes the number of passed test cases that cover program element e.  

• totalfailed denotes the number of all failed test cases. 

RESULT AND DISCUSSION 

The results for SBFL, shown in Table 2, indicates that the accuracy for Top 1 is 47.6% where 188 faults are 

managed to localize from the total of 395 faults, Top 5 is 59.56% of accuracy (236 from 395 fault are managed 

to be localized) while for Top 10 is 64.56% (255 from 395 faults are managed to be localized). Overall results 

show that time spent to localize each bug is only 1.74s with 64.56% of accuracy. 

Table 2:  Result for SBFL technique in Top 1, Top 5 and Top 10 with overall runtime (seconds) and time per 

bug (seconds) for each program 

Program Top 1 Top 5 Top 10 Total time Time per bug 

Time 44.67% 59.56% 67% 31.3s 1.16s 
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 Lang 85.87% 90.47% 92% 0.73s 0.01s 

Mockito 39.6% 55.44% 66% 5.26s 0.14s 

Chart 69.54% 81.13% 85% 2.85s 0.11s 

Math 44.34% 54.72% 56.60% 4.04s 0.04s 

Closure 30.29% 46.19% 53% 643.71s 4.84s 

Accuracy 47.6% 59.75% 64.56%  

Overall Time  678.95s 1.74s 

As highlighted before, the accuracy of the fault is measured using suspiciousness calculation by using 

formulas. Figure 2 below is an example of suspiciousness results for Lang program, where it shows the output 

for bug 5 (L5) after being executed using SBFL technique. The return result from the execution contains the 

statements which are referring to the file name or method name with the line number, along  with the 

suspiciousness values for each statement.  

The generated results as shown in Fig.2 later are sorted based on the suspiciousness values where the highest 

value is 1 and the lowest value is 0. Top 10 ranking for the suspiciousness which reflect the highest 

suspiciousness value are identified as a location of fault or bug and a programmer or developer who are in the 

debugging process may start fixing the fault in the codes based on this information.  

The Top 10 ranking for the suspiciousness values for L5 bug in Lang program are shown in Figure 3 below, 

where it highlights the most suspicious location is at line number 99 with “0.577” suspiciousness value, 

followed by another statement and line number that contains lesser suspiciousness values. The statement and 

line number that have 0 suspiciousness value means that it contains a very low possibility of containing fault.  

 

Fig. 2 A snippet example of suspiciousness results for L5 bug in Lang program after SBFL execution.  

As mentioned earlier, in fault localization, accuracy is the most important element in fault localization to 

dictate whether the technique is reliable or not, especially in a real-world setting. This paper empirically 

evaluates the accuracy and performance of SBFL techniques using a real-world software fault from the 

Defects4J dataset. Therefore, indeed Ochiai, one of SBFL formulas to calculate suspiciousness, has been 

shown to provide high accuracy in localizing fault in real-world environment.  
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Fig.3.The top 10 ranking for the suspiciousness values for L5 bug in Lang program 

CONCLUSIONS 

The empirical evaluation of SBFL techniques demonstrates their accuracy and effectiveness (time) in fault 

localization where 255 faults in real programs are managed to be localized with only 1.74s time taken per fault 

from the total of 395 faults. A potential future work includes exploring other techniques to combine or hybrid 

with SBFL such as Information Retrieval and Text Search Technique where different spectrum or aspects were 

taken to identify faults, as different spectrum might enhance accuracy and further optimize fault localization. 

As an experiment needs to be done in a controlled environment to generate results, real-world Java datasets are 

used to imitate the real-world environment settings. An application to the real-world debugging environment 

settings could be done as future work as well with appropriate settings to ensure the results are valid.  
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